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Abstract – Software Functional Size has become over 
the years in the main variable to carry out the effort and 
time needed to perform a software project. This growth 
has led to the interest shown in the study and 
development of these units of measurement as well as the 
optimization of them. IFPUG Function Points has been 
since its definition the more widely used model. 
However, has recently emerged a new method called 
COSMIC that has brought new features and benefits 
being proposed as a second generation unit for 
functional software measurement. 

The aim of this research paper is the study of the 
error introduced in the interpretation of the unit 
application rules, focusing on COSMIC unit. This error 
can lead to measurement dispersion due to the 
subjectivity when the application is measured. Thus, 
conclusions about the dispersion degree generated will 
be drawn according to the software functional size data 
statistical analysis of its main variables. 
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1 Introduction 
In order to be able to correctly analyze the basis of 

Software Measurement we have certainly to talk about 
Software Functional Size, which has become a key aspect 
in managing software projects by estimating the effort and 
time required (amount of personnel, time and cost, 
resources, etc.). 

Following this line, the first method used in the 
measurement of software functional size was the SLOC 
(Source Lines of Code), which consists into calculate the 
amount of source lines of code and then apply some 
equation to consider the effort estimated. This unit was 
showed efficient in the estimates of different aspect such as 
error ratios or team productivity ratios but had the     

inconvenient that you cannot measure the functional size 
of the given software project until the application was 
completely built. 

Different lines of research were tried until Allan 
Albrecht [1] proposed in 1979 a new and revolutionary 
measurement unit called Function Points. He defined with 
the   collaboration of his colleague John Gaffney [2] this 
new method based on the functional size of the different 
applications. The main novelty of this method consists in 
that you can apply it when the documentation is available 
during early phases in the project and is not necessary to 
wait until the application is built to measure the amount of 
functionality of each application. 

Then, in 1986 the International Function Points User 
Group (IFPUG) was founded in order to solve software 
project management issues and to standardize and to 
properly define the operation of this unit and its project 
application. Thus, this measurement unit changed its name 
from Albrecht´s Function Points to IFPUG Function Points 
Analysis (IFPUG FPA). 

Several versions of IFPUG FPA have been developed 
since then [9-15] (the actual version is v4.2), and 
consequently several measurement methods or units have 
been produced on the basis of Function Points [8]. These 
methods present some advantages compared with their 
predecessor. Next we are going to list the most relevant 
and the ones that have been recognized as the 
International Organization for Standardization (ISO) de 
jure standards: 

 IFPUG v.4.1, 1998. Standard ISO/IEC 20926 [17] 

 NESMA v.2.1, Standard ISO/IEC 24570 [19] 

 MK II v.1.3.1, Standard ISO/IEC 20968 [20] 

 COSMIC v2.2. Standard ISO/IEC 19761 [18] 

 FISMA FPA v1.1 Standard ISO/IEC 29881 [7]  



 
 

After the analysis made along this article the 
following key findings were obtained: 

 The dispersion of the measurements using the unit of 
measurement COSMIC conforms to a normal 
disperse, in such a way that in an interval of 60% 
around the average (AV) are located the 95% of the 
measures taken.  

And in an interval of 50% around the average (AV) are 
located the 90 % of the measures taken. 

In this case, for the 95% of the data for COSMIC, the 
60% of the values around the average could be 
considered that these would be the maximum limits of 
the horizontal dispersion of measurements. The 
intervals become narrower with values of 50% around 
the average for the 90% of the data. Since they have 
done with measurers with low experience it would be 
logical to think that if the measures were undertaken 
with measurers with more experience the margins of 
error would be lower. 
 

 The second conclusion would relate to the identification 
of the main sources of error in the performance of the 
measures. Thus, for COSMIC we have identified the 
variable W as the main source of error or dispersal. 

     In addition, as part of this research the problem of 
the data collection has also been addressed for this kind of 
studies and, in that sense, it has been proposed a repeatable 
and contrasted procedure to the obtaining of reliable data 
in an academic environment. 

As future work in the scope of this research are 
proposed the following: 

 Implementation of new analysis on new sets of data 
with the objective of verifying and scrub the results 
obtained in this study, in particular those relating to the 
sources of dispersion. 

 Implementation of new analysis on a sample obtained 
with expert measurers to experimentally test the 
conclusion that the dispersion that is produced in such 
sample is lower than that produced in a sample 
obtained with low expert measurers. 
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